**Spring security 동작 과정. 간단한 ver. JWT기반 인증 방식.**  
장점 : 인증을 유지하지 않아도 돼. 서버에 부담이 없다. 즉 세션을 전혀 사용하지 않는다.  
로그인 방식 : rest API(요청 바디에 json 형식으로 넣어서 전송) + post  
인증 처리 : JWT토큰을 생성. 응답 바디에 json형식으로 포함하여 전송  
인증 유지 방식 : 클라는 요청에 JWT를 authorization헤더에 담아 요청. 서버는 요청마다 해당 JWT를 파싱하고 검증 후 인증 정보를 요청 처리 중에만 임시적으로 저장하고 활용함. 요청이 끝나면 사라진다. 🡺 클라가 토큰(인증 정보) 유지.  
단점 : 필터나 다른 것들을 필히 커스터마이징 해야함.

jwt자체와 jwt기반 인증 동작에 대해서.  
쓰는 이유 : 서버 부담 안주려고. 분산 서버(MSA)에 유리. 특히 서버 확장에 유리.   
폼기반 인증/인가는 서버 세션 의존적이지만, jwt는 statless기반이므로 로그인 이후 상태 저장은 전적으로 클라에게 의존함.  
프론트에서 서버로 뜸뜸히 요청하는 경우 세션 타임 아웃된다.  
jwt는 위조 변조에 강하다. 서명 떄문에. 도청당해서 통째로 읽히는 거는 약하다.  
그래서 https + JWT를 많이 사용함.

JWT는 커스텀할 클래스와 새로 만들어야할 보조 클래스들이 많다. 아래는 정리 요약본  
새로 만들어야 하는거  
JwtProcessor – JWT 작업을 위한 helper클래스. 토큰 생성. 토큰에서 추출. 토큰 유효한지 검사.  
JWT방식(API기반)에 맞는 DTO들 정의. LoginDTO(로그인 할때 온 id,pw정보) AuthResultDTO(UserInfo와토큰정보를 묶은 response에 담아서 보낼) UserInfoDTO(인증성공시유저의정보를담을)  
JsonResponse – 로그인 결과를 필터에서 직접 JSON응답하기 위한 유틸 클래스. jasckson객체 이용하여 전송.  
JwtAuthenticationFilter - 모든 요청에 대해서 헤더에 토큰이 있는지 검사  
AuthenticationErrorFilter - 토큰 처리시 예외 발생을 처리하는 필터. 만기, 그외에  
커스텀해야하는거  
UsernamePasswordAuthenticationFilter=> JwtUsernamePasswordAuthenticationFilter  
AuthenticationSuccessHandler=>LoginSuccessHandler  
AuthenticationFailureHandler=>LoginFailureHandler  
AuthenticationEntryPoint=>CustomAuthenticationEntryPoint  
AccessDeniedHandler=>CustomAccessDeniedHandler  
수정 : security config, ???Controller

**Spring security의 JWT기반 동작 과정 deep ver. Refresh token없이 access token만 있는 버전.**

1. 로그인 정보를 json형식으로 요청 바디에 넣고 post함.
2. AuthenticationErrorFilter(커스텀)가 가장 먼저 맞이. 해당 필터가 다음 필터를 넘기면서 토큰 처리시 발생하는 예외를 try catch로 예외처리. 일반적인 인증/인가 에러말고 토큰 관련 에러시에만 해당 필터가 JSON형식으로 에러 응답을 보낸다.
3. JwtAuthenticationFilter(커스텀)가 오는 요청 마다 헤더에 토큰이 있는지 검사. 있다면 authentication정보를 JwtProcessor(커스텀)을 통해서 토큰에서 추출하고 AuthenticationManager에서 얻고(폼기반로그인처럼)(얻었다면 로그인돼있는 상태에서 요청) SecurityContextHolder에 임시저장. 요청을 처리하는 동안만 저장되므로 세션에 저장하는게 아님. 토큰이 있든 말든 다음 필터로.
4. 폼기반 UsernamePasswordAuthenticationFilter를 끄고 그것을 상속받아   
   특정 로그인 요청 url에서만 동작하게끔(로그인 요청시에만 동작함) 정의한  
   JwtUsernamePasswordAuthenticationFilter(커스텀)에서 로그인 요청 작업을 처리.  
   loginDTO(커스텀)로 로그인 요청 정보를 받고 해당 정보들로 토큰을 만들고   
   AuthenticationManager가 토큰을 통해 인증 처리를 하게함(폼기반 로그인처럼)  
   로그인 성공하면 authentication객체 얻음.
5. 로그인에 성공하면 AuthenticationSuccessHandler을 구현한 LoginSuccessHandler(커스텀)가 JwtProcessor(커스텀)를 이용하여 토큰을 만들고, 얻은 authentication객체를 통해 userdetails를 얻어 UserInfoDTO(커스텀)를 채우고, 토큰과 UserInfoDTO로 AuthResultDTO(커스텀)를 채워 이를 response의 바디에 채워서 응답한다. 응답받은 클라는 토큰을 저장하여 다음 요청때마다 토큰을 포함하여 보낸다.  
   클라에 저장될 토큰은 만료시간을 지정할 수 있다.  
   로그인에 실패하면 AuthenticationFailureHandler을 구현한 LoginFailureHandler(커스텀)가 에러를 JSON형식 응답으로 보낸다.
6. 기본적인 인증/인가 에러는 ExceptionTranslationFilter가 받아 처리한다. 기본적인 에러 핸들러는 JSON형식으로 응답하지 않기 때문에  
   CustomAuthenticationEntryPoint(커스텀)로 401에러는 json으로 응답보내고  
   CustomAccessDeniedHandler(커스텀)로 403에러는 json으로 응답보낸다.
7. 명시되어있지 않은 나머지 과정과 디테일들은 폼기반 인증/인가 과정과 같으므로 명시하지 않았다.

**Spring security의 JWT기반 동작 과정 구현 및 설명. Refresh token없이 access token만 있는 버전.**

**상황 :**

refresh token없어.  
요청 바디에 JSON형식으로 username과 password가 들어있고 post로 온 상황.  
최초 로그인 요청(토큰 발급 받고 얻는 과정) 혹은 인증된 후의 요청(토큰 유효 확인 후 진행)

**준비 세팅 : API 서버를 위한 기본 security 설정 + @**

Build.grade  
ext{ … springSecurityVersion=’5.8.13’ … }  
dependenccies{ …   
implementiation(“org.springframework.security:spring-security-web:${springSecurityVersion}”)//servlet용  
implementiation(“org.springframework.security:spring-security-config:${springSecurityVersion}”) )//servlet용  
implementiation(“org.springframework.security:spring-security-core:${springSecurityVersion}”) )//servlet용  
implementiation(“org.springframework.security:spring-security-taglibs:${springSecurityVersion}”)//jsp용  
implementation("io.jsonwebtoken:jjwt-api:0.11.5") //자바가 jwt를 이용하기 위해 필요한 라이브러리  
runtimeOnly("io.jsonwebtoken:jjwt-impl:0.11.5") //자바가 jwt를 이용하기 위해 필요한 라이브러리  
implementation("io.jsonwebtoken:jjwt-jackson:0.11.5") //JWT관련 자바객체<->json 해주는 라이브러리.  
 … }

Src>main>java>org.scoula>security>config>SecurityInitializer.java  
public class SecurityInitializer extends AbstractSecurityWebApplicationInitializer{ } //비어있어도 필수

Src>main>java>org.scoula>security>config>SecurityConfig.java  
@Configuration @EnableWebSecurity @Log4j2 @ComponentScan(basePackages={“쓸컴포넌트경로”})  
@MapperScan(basePAckages={“userdetails 갖고 올때 사용할 매퍼 경로”})  
@RequiredArgsConstructor  
public class SecurityConfig extends WebSecurityConfigurerAdapter{  
 //userdetails를 매퍼를 통해 가져올 서비스활용  
 private final UserDetailsService userDetailsService;  
 private final AuthenticationErrorFilter authenticationErrorFilter; //새로 만든 필터 주입받기  
 private final JwtAuthenticationFilter jwtAuthenticationFilter;//새로 만든 필터 주입받기  
 @Autowired//해당 타입은 생성자로 주입 안돼. 새로 커스텀한 필터 주입받기  
 private JwtUsernamePasswordAuthenticationFilter jwtUsernamePasswordAuthenticationFilter;  
 private final CustomAccessDeniedHandler accessDeniedHandler;  
 private final CustomAuthenticationEntryPoint authenticationEntryPoint;  
 //WebConfig에 등록된 문자셋 필터보다 security filter가 먼저 동작하기에  
 //security filter에도 문자셋 설정 필터를 정의. CsrfFilter보다 앞에 등록 필요.  
 public CharacterEncodingFilter encodingFilter( ){//문자셋 설정 필터  
 CharacterEncodingFilter encodingFilter = new CharacterEncodingFilter( );  
 encodingFilter.setEncoding(“UTF-8”);//한글깨짐 방지  
 encodingFilter.setForceEncoding(true);  
 return encodingFilter;  
 }  
 @Override  
 public void configure(HttpSecurity http//실질적인 설정 객체) throws Exception{   
 http.addFilterBefore(encodingFilter( ), CsrfFilter.class);//인코딩 필터 배치. 필터 순서지정.  
 //인증 에러 필터  
 .addFilterBefore(authenticationErrorFilter, UsernamePasswordAuthenticationFilter.class)  
 //jwt 인증 필터 앞에다 배치  
 .addFilterBefore(jwtAuthenticationFilter, UsernamePasswordAuthenticationFilter.class)  
 //커스텀한 필터를 기존 필터 앞에다 배치  
 .addFilterBefore(jwtUsernamePasswordAuthenticationFilter, UsernamePasswordAuthenticationFilter.class);  
 http.httpBasic( ).disable( ) //기본 http인증 비활성화  
 .csrf( ).disable( ) //CSRF 비활성화  
 .formLogin( ).disable( ) //form기반 로그인 비활성화 == 관련 필터 해제  
 //UsernamePasswordAuthenticationFilter포함해서 해제됨 /login에 반응도 안하겠죠?  
 //security에서 세션에 상태정보를 저장하지 않게끔 지정.  
 .sessionManagement( ).sessionCreationPolicy(SessionCreationPolicy.STATELESS);//세션 생성모드 설정.  
 //토큰 예외 말고 인증/인가 관련 에러 처리하는 커스텀 핸들러들 등록.  
 http.exceptionHandling( ).authenticationEntryPoint(authenticationEntryPoint)  
 .accessDeniedHandler(accessDeniedHandler);  
 }  
 @Override protected void configure(AuthenticationManagerBuilder auth) throws Exception{  
 //인증 정보를 설정. 사용자 정보를 어디서 얻을지 설정. 암호화 설정.  
 auth.userDetailsService(userDetailsService).passwordEncoder(passwordEncoder( ));  
 }  
 @Bean //암호화 동작객체를 어디서나 쓰려고 컨텍스트에 빈 등록  
 public PasswordEncoder passwordEncoder( ){  
 return new BcryptPasswordEncoder( ); //암호화하는 encode메서드와 맞는지 확인하는 matches메서드 지원.  
 }  
 @Bean//AuthenticationManager 빈등록  
 public AuthenticationManager authenticationManager( ) throws Exception{ return super.authenticationManager( ); }  
 @Bean//모든 오리진과 헤더에 대해서 허용하겠다. Cross origin 접근 허용.  
 public CorsFilter corsFilter( ){  
 UrlBasedCorsConfigurationSource source=new UrlBasedCorsConfigurationSource( );  
 CorsConfiguration config=new CorsConfiguration( );  
 config.setAllowCredentials(true); config.addAllowedOriginPattern("\*");  
 config.addAllowedHeader("\*"); config.addAllowedMethod("\*");  
 source.registerCorsConfiguration("/\*\*", config);  
 return new CorsFilter(source);   
 }  
 @Override //접근제한 무시경로 설정 == 등록한 경로는 security 관여하지 말라 지정.  
 public void configure(WebSecurity web) throws Exception{  
 web.ignoring( ).antMatchers(“/assets/\*\*”, “/\*”, “/api/member/\*\*”); //해당 예시에서는  
 //vue에서의 static경로, 루트레벨 경로, 회원가입 및 조회 페이지 경로.  
 }  
}

![](data:image/png;base64,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)

Src>main>java>org.scoula>security>util>JwtProcessor.java  
@Component //jwt작업을 위한 헬퍼클래스. 토큰생성, 토큰에서 추출, 토큰 유효성 검증.  
public class JwtProcessor{  
 static private final long TOKEN\_VALID\_MILISECOND = 1000L\*60\*5;//5분 토큰 유효 시간 지정  
 // 서버만 알고 있는 첨가물  
 private String secretKey=”충분히긴 임의의(랜덤한)비밀키문자열”; //개발시에만 직접 지정  
 private Key key=Keys.hmacShaKeyFor(secretKey.getBytes(StandardCharsets.UTF\_8));//개발시에만  
 // private Key key = Keys.secretKeyFor(SignatureAlgorithm.HS256); -- 운영시 사용 }

//jwt생성  
 public String generateToken(String subject){  
 return Jwts.builder( ) //payload 정보 구성  
 .setSubject(subject) // 해당 예시는 유저네임만 토큰에 넣었고 다른 정보는 디비에 넣어서 보관함  
 .setIssuedAt(new Date( )) //정보 구성한 시간 저장  
 .setExpiration(new Date(new Date().getTime() + TOKEN\_VALID\_MILISECOND))// 만료시간 지정  
 .signWith(key) //서버만 알고 있는 첨가물 첨가.  
 .compact( );//토큰 문자열로 만들기  
 //토큰에 추가적인 정보 더 넣고 싶다면 Jwts.Builder( ).claims(키,밸류).claims(키,밸류)…해주면 된다.  
 //권한정보를 토큰 생성할 때 넣어줄 수 있으나 보안이 약해지고, 위 예시는 보안은 좋으나 권한 정보를  
 //얻기 위한 디비 연산 오버헤드가 생긴다.  
 }  
 //JWT subject == username 추출. 해석 불가인 경우 예외 발생(유효 만기, 형식이상, 시그니처, 인자 문제)  
 public String getUsername(String token){  
 return Jwts.parserBuilder( )  
 .setSigningKey(key)//토큰 생성할 때 썼던 키  
 .build( )  
 .parseClaimsJws(token) //해석할 토큰  
 .getBody( )  
 .getSubject( ); //유저네임 추출  
 }  
 //JWT 유효기간 검증. 해석 물가인 경우 예외 발생  
 public boolean validateToken(String token) {  
 Jws<Claims> claims = Jwts.parserBuilder( ) //파싱이 된다면 아직 유효하니까 넘어가고, 안되면 에러 발생됨.  
 .setSigningKey(key)  
 .build( )  
 .parseClaimsJws(token);  
 return true;  
 }  
}

Src>main>java>org.scoula>security>util>JsonResponse.java //응답 JSON형태로 내보내기위한 helpler 유틸클래스  
public class JsonResponse {  
 //올바른 JSON 응답을 보낼 경우  
 public static <T> void send(HttpServletResponse response, T result) throws IOException {  
 ObjectMapper om = new ObjectMapper( );//jackson 라이브러리 객체.  
 response.setContentType("application/json;charset=UTF-8"); //응답 헤더 세팅  
 Writer out = response.getWriter( );  
 out.write(om.writeValueAsString(result)); //java객체 🡺 JSON  
 out.flush( ); //보내버리기  
 }  
 //예외 JSON을 보내야하는 경우  
 public static void sendError(HttpServletResponse response, HttpStatus status, String message) throws IOException{  
 response.setStatus(status.value( )); //에러 상태  
 response.setContentType("application/json;charset=UTF-8"); //응답 헤더 세팅  
 Writer out = response.getWriter( );  
 out.write(message); //에러메세지 쓰고  
 out.flush( ); //보내버리기  
 }  
}

Src>main>java>org.scoula>security>filter>AuthenticationErrorFilter.java  
//토큰 관련 예외 처리 필터. 만기 예외인 경우 401. 토큰 관련예외 외로는 안다룸.  
@Component public class AuthenticationErrorFilter extends OncePerRequestFilter {//요청당 한번만 해당 필터 통과  
 @Override  
 protected void doFilterInternal(HttpServletRequest request, HttpServletResponse response, FilterChain filterChain)  
 throws ServletException, IOException {  
 //다음 필터 동작 명시  
 try { super.doFilter(request, response, filterChain); } catch (ExpiredJwtException e) {//401에러  
 JsonResponse.sendError(response, HttpStatus.UNAUTHORIZED, "토큰의 유효시간이 지났습니다.");  
 } catch (UnsupportedJwtException | MalformedJwtException | SignatureException e) {  
 JsonResponse.sendError(response, HttpStatus.UNAUTHORIZED, e.getMessage());  
 } catch (ServletException e) {  
 JsonResponse.sendError(response, HttpStatus.INTERNAL\_SERVER\_ERROR, e.getMessage());  
 }  
 }  
}

Src>main>java>org.scoula>security>filter>JwtAuthenticationFilter.java  
//모든 요청에 대해서 헤더에 토큰있는지 검사. 있으면 토큰을 추출. 없으면 클라가 로그인 안한 상태.  
//. 토큰 유효성 검사. 토큰 유효하면 그를 통해 SecurityContextHolder에 사용자 로그인 정보 설정.  
@Component @Log4j2 @RequiredArgsConstructor   
public class JwtAuthenticationFilter extends OncePerRequestFilter {   
 public static final String AUTHORIZATION\_HEADER = "Authorization";  
 public static final String BEARER\_PREFIX = "Bearer "; // 끝에 공백 있음  
 private final JwtProcessor jwtProcessor;  
 private final UserDetailsService userDetailsService;  
 private Authentication getAuthentication(String token) {//토큰을 통해 authentication얻기  
 String username = jwtProcessor.getUsername(token);  
 //서비스에서 정보 갖고오기  
 UserDetails princiapl=userDetailsService.loadUserByUsername(username);//usernotfound런타임 예외 발생가능  
 return new UsernamePasswordAuthenticationToken(principal, null, principal.getAuthorities( ));  
 }  
 @Override  
 protected void doFilterInternal(HttpServletRequest request, HttpServletResponse response, FilterChain filterChain)  
 throws ServletException, IOException {  
 String bearerToken = request.getHeader(AUTHORIZATION\_HEADER);//null이면 로그인 안한 사용자.  
 if (bearerToken != null && bearerToken.startsWith(BEARER\_PREFIX)) { //jwt 처리  
 String token = bearerToken.substring(BEARER\_PREFIX.length());  
 // 토큰에서 사용자 정보 추출 및 Authentication 객체 구성 후 SecurityContext에 저장  
 Authentication authentication = getAuthentication(token);//토큰을 통해 authentication얻고  
 SecurityContextHolder.getContext( ).setAuthentication(authentication); SCH에 얻은 authentication 등록  
 }  
 super.doFilter(request, response, filterChain);  
 }  
}

**데이터 준비 :**

Src>main>java>org.scoula>security>dto>LoginDTO.java //로그인할 때 온 id, pw정보  
@NoArgsConstructor @AllArgsConstructor @Data public class LoginDTO{  
 private String username; private String password; //spring security규약에 따라 저 둘의 멤버를 가져야함.  
 public static LoginDTO of(HttpServletRequest request){ //요청 바디의 JSON 🡺 LoginDTO에 담음  
 ObjectMapper om = new ObjectMapper( ); //jackson 라이브러리 객체  
 try{ return om.readValue(request.getInputStream(), LoginDTO.class); } //json🡺자바객체  
 catch(Exception e){ throw new BadCredentailsException(“username or password missing”); } //필수 프로퍼티X.  
 }  
}

Src>main>java>org.scoula>security>dto>UserInfoDTO.java //토큰에 안담기는 디비에 담길 유저 정보.  
@NoArgsConstructor @AllArgsConstructor @Data public class UserInfoDTO{  
 //로그인 성공시 응답에 포함시킬 사용자 정보들  
 String username; String email; List<String> roles;  
 //UserDetailsService에서 사용자 정보 디비에서 가져온 정보를 저장한 MemberVO 활용  
 public static UserInfoDTO of(MemberVO mem){ // MemberVO 🡺 UserInfoDTO  
 return new UserInfoDTO( mem.getUsername( ), mem.getEmail( ),  
 mem.getAuthList( ).stream( ).map(a->a.getAuth( )).toList( ) ); //roles멤버까지 채워  
 }  
}

Src>main>java>org.scoula>security>dto>AuthResultDTO.java //UserInfo와 토큰을 묶어 JSON response보낼때  
로그인 성공 결과를 나타내는 응답용 DTO.  
@NoArgsConstructor @AllArgsConstructor @Data public class AuthResultDTO{  
 String token; UserInfoDTO user;  
}

**커스터마이징 해야할 거 :**

Src>main>java>org.scoula>security>filter>JwtUsernamePasswordAuthenticationFilter.java  
약속된 로그인 url요청인 경우 로그인 절차 수행. AuthenticationManager 활용.  
로그인 결과 핸들러 사용. 기존 UsernamePasswordAuthentcationFilter(사용하지 않지만)앞에 위치.  
@Log4j2 @Component  
public class JwtUsernamePasswordAuthenticationFilter extends UsernamePasswordAuthenticationFilter {  
 // 스프링 생성자 주입을 통해 전달  
 public JwtUsernamePasswordAuthenticationFilter(  
 AuthenticationManager authenticationManager, // SecurityConfig가 생성된 이후에 등록됨  
 LoginSuccessHandler loginSuccessHandler, LoginFailureHandler loginFailureHandler) {  
 super(authenticationManager);  
 setFilterProcessesUrl("/api/auth/login"); // POST 로그인 요청 url  
 setAuthenticationSuccessHandler(loginSuccessHandler); // 로그인 성공 핸들러 등록  
 setAuthenticationFailureHandler(loginFailureHandler); // 로그인 실패 핸들러 등록  
 }  
 // 등록한 로그인 요청 URL인 경우 로그인 작업 처리. 요청에서 username, pw 추출  
 @Override   
 public Authentication attemptAuthentication(HttpServletRequest request, HttpServletResponse response)  
 throws AuthenticationException {  
 // 요청 BODY의 JSON에서 username, password 🡺 LoginDTO  
 LoginDTO login = LoginDTO.of(request);  
 // 인증 토큰(UsernamePasswordAuthenticationToken) 구성  
 UsernamePasswordAuthenticationToken authenticationToken = //추출 정보로 id, pw로 토큰 생성  
 new UsernamePasswordAuthenticationToken(login.getUsername( ), login.getPassword( ));  
 // AuthenticationManager에게 인증 요청  
 return getAuthenticationManager( ).authenticate(authenticationToken); //인증결과 authentication 반환  
 }  
}

디폴트는 뷰 페이지 리다이렉트인데, 우리는 JSON형식으로 응답을 보내야하는 상황.  
Src>main>java>org.scoula>security>handler>LoginSuccessHandler.java  
@Log4j2 @Component @RequiredArgsConstructor //로그인 결과를 JSON으로 직접 응답  
public class LoginSuccessHandler implements AuthenticationSuccessHandler {  
 private final JwtProcessor jwtProcessor;  
 private AuthResultDTO makeAuthResult(CustomUser user) {//얻은 UserDetails가 들어올 예정  
 String username = user.getUsername( );  
 String token = jwtProcessor.generateToken(username); // 토큰 생성  
 // 토큰 + 사용자 기본 정보 (사용자명, ...)를 묶어서 AuthResultDTO 구성  
 return new AuthResultDTO(token, UserInfoDTO.of(user.getMember( )));   
 }  
 @Override  
 public void onAuthenticationSuccess(HttpServletRequest request, HttpServletResponse response,   
 Authentication authentication) throws IOException, ServletException {  
 CustomUser user = (CustomUser) authentication.getPrincipal( ); // 인증 결과 Principal  
 AuthResultDTO result = makeAuthResult(user); // 인증 성공 결과를 JSON으로 직접 응답  
 JsonResponse.send(response, result); //토큰, 사용자 기본정보 json담아 보내  
 }  
}

Src>main>java>org.scoula>security>handler>LoginFailureHandler.java  
@Component public class LoginFailureHandler implements AuthenticationFailureHandler {  
 @Override public void onAuthenticationFailure(HttpServletRequest request, HttpServletResponse response,   
 AuthenticationException exception) throws IOException, ServletException {  
 JsonResponse.sendError(response, HttpStatus.UNAUTHORIZED,  
 "사용자 ID 또는 비밀번호가 일치하지 않습니다.");  
 }  
}

인증/인가 에러에 대한 처리를 JSON 응답으로 변경해야함(디폴트는 에러 페이지). 401에러/403에러.  
Src>main>java>org.scoula>security>handler>CustomAuthenticationEntryPoint.java  
@Log4j2 @Component //401에러. 인증 필요한 페이지인데 인증 안된 채로 접근하려 할때  
public class CustomAuthenticationEntryPoint implements AuthenticationEntryPoint {  
 @Override  
 public void commence(HttpServletRequest request, HttpServletResponse response, AuthenticationException  
 authException) throws IOException, ServletException {  
 log.error("========== 인증 에러 ============");  
 JsonResponse.sendError(response, HttpStatus.UNAUTHORIZED, authException.getMessage( ));//401에러  
 }  
}

Src>main>java>org.scoula>security>handler>CustomAccessDeniedHandler.java//403에러. 권한에러  
@Component @Log4j2 public class CustomAccessDeniedHandler implements AccessDeniedHandler {  
 @Override public void handle(HttpServletRequest request, HttpServletResponse response,   
 AccessDeniedException accessDeniedException) throws IOException, ServletException {  
 log.error("========== 인가 에러 ============");  
 JsonResponse.sendError(response, HttpStatus.FORBIDDEN, "권한이 부족합니다.");  
 }  
}

**활용 : ??controller에서**

jwt기반 인증/인가 과정은 json을 주고 받는다 🡺 rest api에 맞는 컨트롤러를 정의해야 된다.  
요청이 컨트롤러에 다다랐을 때는 이미 security filter chain을 통과하고 여느 다른 filter들을 통과한 다음이다.  
Src>main>java>org.scoula>handler>??Controller.java  
@Log4j2 @RestController @RequestMapping("/api/security") //해당 컨트롤러를 동작하게하는 url 지정.  
public class ??Controller { //url 지정시 json rest용 컨트롤러에는 앞에 /api를 붙이는게 관용  
 @GetMapping("/all")   
 public ResponseEntity<String> doAll( ) {  
 log.info("do all can access everybody");  
 return ResponseEntity.ok("All can access everybody"); //json형식으로 응답  
 }  
 @GetMapping("/member") //이미 authentication은 security filter chain을 통과하며 확보되어있음  
 public ResponseEntity<String> doMember(Authentication authentication) {//authentication 주입됨  
 UserDetails userDetails = (UserDetails)authentication.getPrincipal( );  
 log.info("username = " + userDetails.getUsername( ));  
 return ResponseEntity.ok(userDetails.getUsername( ));  
 }  
 @GetMapping("/admin")  
 public ResponseEntity<MemberVO> doAdmin(@AuthenticationPrincipal CustomUser customUser) {  
 MemberVO member = customUser.getMember();  
 log.info("username = " + member);  
 return ResponseEntity.ok(member);  
 }  
}

**Spring security의 JWT기반 동작 과정 deep ver. Refresh token 있는 버전.**

PAYPER 프로젝트에 구현되어 있다. 설명하도록 하겠다.